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<table>
<thead>
<tr>
<th>id</th>
<th>processed</th>
<th>neighbors</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>false</td>
<td>[2,5,6]</td>
</tr>
<tr>
<td>2</td>
<td>false</td>
<td>[1,3,5,6]</td>
</tr>
<tr>
<td>3</td>
<td>false</td>
<td>[2,4]</td>
</tr>
<tr>
<td>4</td>
<td>false</td>
<td>[3,5]</td>
</tr>
<tr>
<td>5</td>
<td>false</td>
<td>[1,2,4,6,7]</td>
</tr>
<tr>
<td>6</td>
<td>false</td>
<td>[1,2,5,7]</td>
</tr>
<tr>
<td>7</td>
<td>false</td>
<td>[5,6]</td>
</tr>
</tbody>
</table>
Graphs

Graph . . .

as Linked Objects

Adjacency List

[1] 2 5 6
[2] 1 3 5 6
[3] 2 4
[4] 3 5
[5] 1 2 4 6 7
[6] 1 2 5 7
[7] 5 6
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Matrix

id  processed  false  neighbors
1          [2,5,6]
2          [1,3,5,6]
3          [2,4]
4          [5,6,7]
5          [1,2,4,6,7]
6          [1,2,5,7]
7          [5,6]
Depth-First Search / Traversal

proc DFS(fromVertex v)
  if (not v.processed)
    print(v.id)
    v.processed := true
  endif
  for n in v.neighbors[]
    if (not n.processed)
      DFS(n)
    endif
  endfor
endproc
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Recursion.
Yay!
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Recursive call.
Push return address on the runtime stack.
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        endif
    endfor
endproc
```

### Sample Execution

1. **Initial State**
   - Runtime Stack:
     - return address

2. **First Frame**
   - Entry to DFS(vertex1)

3. **Second Frame**
   - Entry to DFS(2)
     - Print(2)
     - Mark 2 as processed
     - Push 2 onto stack

4. **Third Frame**
   - Entry to DFS(3)
     - Print(3)
     - Mark 3 as processed
     - Push 3 onto stack

5. **Fourth Frame**
   - Entry to DFS(6)
     - Print(6)
     - Mark 6 as processed
     - Push 6 onto stack

6. **Fifth Frame**
   - Entry to DFS(5)
     - Print(5)
     - Mark 5 as processed
     - Push 5 onto stack

7. **Sixth Frame**
   - Entry to DFS(4)
     - Print(4)
     - Mark 4 as processed
     - Push 4 onto stack

8. **Seventh Frame**
   - Entry to DFS(1)
     - Print(1)
     - Mark 1 as processed
     - Push 1 onto stack

**Final State**

- Runtime Stack:
  - return address

- Stack contents: 1, 2, 3, 4, 5, 6, 7
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\[\begin{aligned}
&\text{if (not } v.\text{processed)} \\
&\quad \text{print}(v.\text{id}) \\
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&\text{endif} \\
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&\quad\quad \text{DFS}(n) \\
&\quad \text{endif} \\
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&\text{endproc}
\]
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